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**Постановка задачи (общая и конкретного варианта).**

1. Определить пользовательский класс.

2. Определить в классе следующие конструкторы: без параметров, с параметрами, копирования.

3. Определить в классе деструктор.

4. Определить в классе компоненты-функции для просмотра и установки полей данных (селекторы и модификаторы).

5. Написать демонстрационную программу, в которой продемонстрировать все три случая вызова конструктора-копирования, вызов конструктора с параметрами и конструктора без параметров.
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**Student.cpp**

#include "Student.h"

#include <iostream>

#include <string>

using namespace std;

Student::Student()

{

name = "Unnamed";

group = "Ungrouped";

marks = 0;

}

Student::Student(string N, string G, float M)

{

name = N;

group = G;

marks = M;

}

Student::Student(const Student& t)

{

name = t.name;

group = t.group;

marks = t.marks;

}

Student::~Student()

{

}

string Student::GetName()

{

return name;

}

string Student::GetGroup()

{

return group;

}

float Student::GetMarks()

{

return marks;

}

void Student::SetName(string N)

{

name = N;

}

void Student::SetGroup(string G)

{

group = G;

}

void Student::SetMarks(float M)

{

marks = M;

}

void Student::Show()

{

cout << "name :" << name << endl;

cout << "group :" << group << endl;

cout << "marks :" << marks << endl;

}

**Student.h**

#pragma once

#include <iostream>

#include <string>

using namespace std;

class Student

{

private:

string name;

string group;

float marks;

public:

Student();

Student(string, string, float);

Student(const Student&);

~Student();

string GetName();

void SetName(string);

string GetGroup();

void SetGroup(string);

float GetMarks();

void SetMarks(float);

void Show();

};

**Main.cpp**

#include <iostream>

#include <string>

#include "Student.h"

// Lab 2. Classes and objects

using namespace std;

Student MakeStudent()

{

string n;

string g;

float m;

cout << "Student name: ";

getline(cin, n);

cout << "Student group: ";

getline(cin, g);

cout << "Marks: ";

cin >> m;

return Student(n, g, m);

}

void PrintStudent(Student s)

{

s.Show();

}

void main()

{

Student s1;

s1.Show();

Student s2("Vitalik", "Group1", 15000);

s2.Show();

Student s3 = s2;

s3.SetName("Demid");

s3.SetGroup("Group2");

s3.SetMarks(0);

PrintStudent(s3);

s1 = MakeStudent();

s1.Show();

}

**Вывод результатов в консоль.**

![](data:image/png;base64,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)

**Ответы на контрольные вопросы**

1. Для чего нужен конструктор?

Конструкторы - это методы, которые предназначены для инициализации объекта. Использование этих методов позволяет задать экземпляру класса необходимые значения для полей.

2. Сколько типов конструкторов существует в С++?

Существует три типа конструкторов:

- Конструктор с параметрами (объекту задаются вводимые значения)

- Конструктор без параметров (объекту задаются либо “пустые поля”, либо поля по умолчанию)

- Конструктор копирования (в качестве параметров подаются не отдельные поля, а объект того же класса, и конструируемому объекту задаются аналогичные поля)

3. Для чего используется деструктор? В каких случаях деструктор описывается явно?

Деструктор - это метод, которые освобождает выделенную под объект память. Деструктор вызывается автоматически при выходе из области видимости объекта. Описывать деструктор явным образом необходимо, когда объект содержит указатели на динамическую память, так как при вызове автоматического деструктора очистится память под сам объект, а память, на которую ссылались поля-указатели, будет всё ещё занята.

Примердеструктора:

Person::~Person() { delete [] name; }

4. Для чего используется конструктор без параметров? Конструктор с параметрами? Конструктор копирования?

Конструктор с параметрами используется, когда объекту требуется задать конкретные вводимые значения.

Пример конструктора с параметрами:

classPoint {

int x, y;

public:

//конструктор с параметрами

Point(int X, int Y) {

x = X;

y = Y; }

void Print\_Point() {cout<< “x: “ << x << “\ty: “ << y;}

};

int main() {

Point P(1, 2);

P.Print\_Point(); //X: 1 Y: 2

return 0;

}

Конструктор без параметров используется, когда объекту задаются либо “пустые поля”, либо поля по умолчанию.

Пример конструктора без параметров:

Point::Point() {

x = 0;

y = 0;

}

int main() {

Point P;

P.Print\_Point(); // X: 0 Y: 0

return 0;

}

Конструктор копирования используется, когда необходимо скопировать значения одного объекта другому. В качестве параметров передаются не отдельные поля, а объект того же класса, и конструируемому объекту задаются аналогичные поля.

Пример конструктора копирования:

Point::Point(const Point& p) {

x = p.x;

y = p.y;

}

int main() {

Point P(3, 4);

Point E = P;

E.Print\_Point(); //X: 3 Y: 4

return 0;

}

5. В каких случаях вызывается конструктор копирования?

Конструктор копирования вызывается в следующих случаях:

- Был описан конструктор копирования, и использован оператор присваивания (пример из вопроса (4))

- Объект передаётся в функцию (метод) в качестве параметра по значению. Тогда компилятор создает временный (локальный) объект, и использует конструктор копирования по умолчанию

voidprint(Point a) {a.Print\_Point();} //в функции создается временный объект, и метод Print\_Point применяется ко временному объекту, а не к тому, что передается в функцию.

int main() {

Point b(1, 2);

print(b); //x: 1 Y: 2

Объект Point a, который создаётся в функции, является копией объекта Point b

- Объект возвращается как значение функции

Pointset\_info() {

Point s; //создаётся временный объект

s.x = 1;

s.y = 2;

return s; //объект возвращается как значение функции

}

int main() {

Point d = set\_info();

d.Print\_Point(); //X: 1 Y: 2

return 0;

}

Объект Point d является копией объекта Point s, который создаётся в функции.

6. Перечислить свойства конструкторов.

- Конструктор не возвращает значение, даже типа void. Нельзя получить указатель на конструктор.

- Класс может иметь несколько конструкторов с разными параметрами для разных видов инициализации (при этом используется механизм перегрузки).

- Конструктор, вызываемый без параметров, называется конструктором по умолчанию.

- Параметры конструктора могут иметь любой тип, кроме этого же класса. Можно задавать значения параметров по умолчанию, но их может содержать только один из конструкторов.

- Если программист не указал ни одного конструктора, компилятор создает его автоматически. Такой конструктор вызывает конструкторы по умолчанию для полей класса. В случае, когда класс содержит константы или ссылки, при попытке создания объекта класса будет выдана ошибка, поскольку их необходимо инициализировать конкретными значениями, а конструктор по умолчанию этого делать не умеет.

- Конструкторы не наследуются.

- Конструкторы нельзя описывать с модификаторами const, virtual и static.

- Конструкторы глобальных объектов вызываются до вызова функции main. Локальные объекты создаются, как только становится активной область их действия. Конструктор запускается и при

создании временного объекта (например, при передаче объекта из функции).

- Конструктор вызывается, если в программе встретилась какая-либо из синтаксических конструкций:

Конструктор вызывается, если в программе встретилась какая-либо из синтаксических конструкций:

имя\_классаимя\_объекта [(список параметров)];// Список параметров

не должен быть пустым

имя класса (список параметров);// Создается объект без имени (список может быть пустым)

имя\_классаимя\_объекта = выражение;// Создается объект без имени и

копируется

Примеры:

Point p1(1, 2);//конструктор с параметрами

Point p2();//конструктор без параметров

Point p3 = p1;// конструктор копирования

Point p4 = Point (5, 20);//создается объект без имени и копируется

Point\* pp1 = new(Point);//указатель на пустой объект

Point\*pp2 = newPoint(4, 32);//указатель на объект

7. Перечислить свойства деструкторов.

- Деструктор вызывается автоматически, когда объект

удаляется из памяти: для локальных объектов это происходит при выходе из блока, в котором они объявлены (для глобальных — как часть процедуры выхода из main; для объектов, заданных через указатели, деструктор вызывается неявно при использовании операции delete)

- Имя деструктора начинается с тильды (~), непосредственно за которой следует имя класса.

- Не имеет аргументов и возвращаемого значения;

Не наследуется;

- Не может быть объявлен как const или static;

- Может быть виртуальным.

8. К каким атрибутам имеют доступ методы класса?

Методы класса имеют доступ ко всем атрибутам, в том числе private, так как имеют одну область видимости с ними (то есть тоже доступны внутри класса).

9. Что представляет собой указатель this?

Указатель \*this - открытый константный для адреса указатель, содержащий адрес объекта, который вызывает метод класса.

Point::SetX(int x) {

this->x = x;

}

Таким образом, компилятор не путает поле класса и вводимый в конструктор параметр, имеющие одинаковое имя.

10. Какая разница между методами определенными внутри класса и вне класса?

Методы, указанные внутри класса, по умолчанию считаются встроенной функцией (inline), и не требуют указания принадлежности к классу. Методам, определенным вне функции, требуется указывать принадлежность классу.

classPoint {

int x, y;

public: //метод, определенный внутри класса

void SetX(int x) {this->x = x;}

};

//метод, определенный вне класса

Person::SetX(int x) {this->x = x;}

11. Какое значение возвращает конструктор?

Конструктор никогда не возвращает значение. Всё, что делает конструктор - это задаёт передаваемому объекту нужные поля.

12. Какие методы создаются по умолчанию?

Конструктор (с “пустыми” полями) и деструктор (при выходе из области видимости).

13. Какое значение возвращает деструктор?

Деструктор не имеет возвращаемого значения

14. Дано описание класса

classStudent {

string name;

int group;

public:

student(string, int);

student(const student&)

~student();

};

Какой метод отсутствует в описании класса?

В классе отсутствует конструктор по умолчанию student()

15. Какой метод будет вызван при выполнении следующих операторов:

student\*s; // создается указатель на объект

s = newstudent; //у объекта вызывается конструктор по умолчанию

16. Какой метод будет вызван при выполнении следующих операторов:

student s(“Ivanov”,20); // конструктор с параметрами

17. Какие методы будут вызваны при выполнении следующих операторов:

student s1(“Ivanov”,20); //конструктор с параметрами,

student s2=s1; //конструктор копирования

18. Какие методы будут вызваны при выполнении следующих операторов:

student s1(“Ivanov”,20); //конструктор с параметрами

student s2; //конструктор по умолчанию

s2=s1; // конструктор копирования

19. Какой конструктор будет использоваться при передаче параметра в функцию print():

void print(student a) //конструкторкопирования

{a.show();}

20. Класс описан следующим образом:

classStudent {

string name;

int age;

public:

void set\_name(string);

void set\_age(int );

…..

};

Student p;

Каким образом можно присвоить новое значение атрибуту name объекта р?

Так как у типа данных class по умолчанию private доступ, то по имени атрибута обратиться нельзя. Но в классе определены public методы (сеттеры), с помощью которых можно изменить значение атрибута следующим образом:

p.set\_name = “Даниил”;